1. **In-memory database**
   * **IMDB:** tức là database được lưu trữ trực tiếp trên RAM của máy tính, thay vì lưu trữ trên disk cứng. IMDB sẽ cho tốc độ truy xuất nhanh hơn đáng kể cho với database lưu trữ trên disk truyền thống.
   * Nhưng nhược điểm là vì chúng lưu trên RAM nên khả năng lưu trữ có giới hạn và tính toàn vẹn dữ liệu không cao, khả năng bảo mật dữ liệu kém.
   * Một số IMDB: H2, Redis, SQLite, …
2. **Web services**
   * **Web services** **(dịch vụ web):** hiểu nôm na là những cách để cho 2 máy tính có thể giao tiếp với nhau (client – server) và truyền tải dữ liệu liền mạch mà không bị bó buộc vào hệ điều hành hay ngôn ngữ lập trình.
   * Ví dụ: tức là ta có thể dùng web service để cho app Java và app Python có thể giao tiếp với nhau. Hoặc cho một điện thoại có thể giao tiếp với một máy chủ server.
   * Cách thức: server định nghĩa một standard format (định dạng chuẩn) cho request và response. Khi user gửi request thông qua giao thức HTTP hoặc HTTPS, sử dụng ngôn ngữ thường là JSON hoặc XML, sau đó server xử lí request đó và trả về response.
   * **SOAP** (Simple Object Access Protocol): là phương thức gửi tin nhắn để giao tiếp giữa 2 hệ thống bằng ngôn ngữ XML.
   * **API** (Application Programming Interface): nhẹ hơn và sắp xếp hợp lý hơn web services
   * **Microservices:** giống với API. Tức là microservice bao gồm hoàn toàn những service riêng biệt. Tức là những service đó khi gom lại với nhau sẽ tạo thành một hệ thống hoàn chỉnh có đầy đủ chức năng,
3. **REST**
   * **REST (Representational State Transfer) :** REST hiểu đơn giản nó là một bộ các ràng buộc và quy định để thiết kế hệ thống. Hệ thống tuân theo REST, gọi là hệ thống RESTful, đặc trưng bởi việc chúng ko có trạng thái (stateless) và hoạt động theo mô hình client-server tách biệt.
   * Hệ thống hoạt động theo mô hình client-server, trong đó server là tập hợp các service nhỏ lắng nghe các request từ client. Với từng request khác nhau thì có thể một hoặc nhiều service xử lý.
   * Stateless: nghĩa là server và client ko lưu trạng thái của nhau => mỗi request lên server thì client phải đóng gói thông tin đầy đủ rồi gửi lên để server hiểu được.
   * Khả năng caching: các response có thể lấy ra từ cache. Bằng cách cache vào response, client gửi request mà lặp lại (kiểu như phân trang) thì có thể lấy dữ liệu từ cache => giảm tải việc server phải xử lí request, client cũng nhận được thông tin nhanh hơn.
   * Phân lớp hệ thống: tách biệt hoàn toàn các lớp (request handler, service handler, database handler), mỗi lớp chỉ giao tiếp với lớp ở trên hoặc dưới nó => tách biệt các thành phần => dễ mở rộng.
   * Trong kiến trúc REST, client gửi request tới server để modify resource và sau đó server sẽ gửi response tới client.
4. Annotation
   * **@RestController = @Controller + @ResponseBody**
     1. Mặc định @Controller sẽ trả về **View** (tức là HTML thuần, chỉ dùng cho **HTML template engine** như **Thymleaf**…). Nếu muốn trả về kiểu JSON/XML thì thêm annotation @ResponseBody.
     2. Còn @RestController là đã bao gồm @Controller + @ResponseBody rồi. Mặc định sẽ trả về JSON/XML thay vì HTML.
   * **@RequestMapping**
     1. Có thể dùng bên trên class controller, để chỉ định endpoint gốc cho toàn bộ method bên trong nó
     2. Hoặc vẫn có thể dùng bên trên method trong controller (ít dùng)
        1. @RequestMapping(value = "/users", method = RequestMethod.GET)
   * **@Entity**
     1. Đánh dấu 1 class java thành một entity để có thể thao tác với database.
   * **Tại sao bỏ annotation @Repository mà app vẫn run được?** Vì bản chất repository khi viết trong code là interface, nhưng khi app SpringBoot chạy thì sẽ tự tạo ra class implementation của interface đó -> tức là đã tạo ra bean rồi. @Repository lúc này chỉ mang tính chất là marker anotation.